**What is Node.js?**

Node.js is a web application framework built on Google Chrome's JavaScript Engine(V8 Engine).

Node.js comes with runtime environment on which a Javascript based script can be interpreted and executed (It is analogus to JVM to JAVA byte code). This runtime allows to execute a JavaScript code on any machine outside a browser. Because of this runtime of Node.js, JavaScript is now can be executed on server as well.

Node.js also provides a rich library of various javascript modules which eases the developement of web application using Node.js to great extents.

Node.js = Runtime Environment + JavaScript Library

What do you mean by Asynchronous API?

All APIs of Node.js library are aynchronous that is non-blocking. It essentially means a Node.js based server never waits for a API to return data. Server moves to next API after calling it and a notification mechanism of Events of Node.js helps server to get response from the previous API call.

What are the benefits of using Node.js?

Following are main benefits of using Node.js

* **Asynchronous and Event Driven**All APIs of Node.js library are asynchronous that is non-blocking. It essentially means a Node.js based server never waits for a API to return data. Server moves to next API after calling it and a notification mechanism of Events of Node.js helps server to get response from the previous API call.
* **Very Fast** Being built on Google Chrome's V8 JavaScript Engine, Node.js library is very fast in code execution.
* **Single Threaded but highly Scalable** − Node.js uses a single threaded model with event looping. Event mechanism helps server to respond in a non-bloking ways and makes server highly scalable as opposed to traditional servers which create limited threads to handle requests. Node.js uses a single threaded program and same program can services much larger number of requests than traditional server like Apache HTTP Server.
* **No Buffering** − Node.js applications never buffer any data. These applications simply output the data in chunks.

Is it free to use Node.js?

Yes! Node.js is released under the [MIT license](https://raw.githubusercontent.com/joyent/node/v0.12.0/LICENSE) and is free to use.

Is Node a single threaded application?

Yes! Node uses a single threaded model with event looping.

What is REPL in context of Node?

REPL stands for Read Eval Print Loop and it represents a computer environment like a window console or unix/linux shell where a command is entered and system responds with an output. Node.js or Node comes bundled with a REPL environment. It performs the following desired tasks.

* **Read** − Reads user's input, parse the input into JavaScript data-structure and stores in memory.
* **Eval** − Takes and evaluates the data structure
* **Print** − Prints the result
* **Loop** − Loops the above command until user press ctrl-c twice.

Can we evaluate simple expression using Node REPL

Yes.

What is the difference of using var and not using var in REPL while dealing with variables?

Use variables to store values and print later. if var keyword is not used then value is stored in the variable and printed. Whereas if var keyword is used then value is stored but not printed. You can use both variables later.

What is the use of Underscore variable in REPL?

Use **\_** to get the last result.

C:\Nodejs\_WorkSpace>node> var x = 10undefined> var y = 20undefined> x + y30> var sum = \_undefined> console.log(sum)30undefined>

What is npm?

npm stands for Node Package Manager. npm provides following two main functionalities:

* Online repositories for node.js packages/modules which are searchable on [search.nodejs.org](http://search.nodejs.org/)
* Command line utility to install packages, do version management and dependency management of Node.js packages.

What is global installation of dependencies?

Globally installed packages/dependencies are stored in **<user-directory>**/npm directory. Such dependencies can be used in CLI (Command Line Interface) function of any node.js but can not be imported using require() in Node application directly. To install a Node project globally use -g flag.

C:\Nodejs\_WorkSpace>npm install express -g

What is local installation of dependencies?

By default, npm installs any dependency in the local mode. Here local mode refers to the package installation in node\_modules directory lying in the folder where Node application is present. Locally deployed packages are accessible via require(). To install a Node project locally following is the syntax.

C:\Nodejs\_WorkSpace>npm install express

How to check the already installed dependencies which are globally installed using npm?

Use the following command −

C:\Nodejs\_WorkSpace>npm ls -g

What is Package.json?

package.json is present in the root directory of any Node application/module and is used to define the properties of a package.

Name some of the attributes of package.json?

Following are the attributes of Package.json

* **name** − name of the package
* **version** − version of the package
* **description** − description of the package
* **homepage** − homepage of the package
* **author** − author of the package
* **contributors** − name of the contributors to the package
* **dependencies** − list of dependencies. npm automatically installs all the dependencies mentioned here in the node\_module folder of the package.
* **repository** − repository type and url of the package
* **main** − entry point of the package
* **keywords** − keywords

How to uninstall a dependency using npm?

Use following command to uninstall a module.

C:\Nodejs\_WorkSpace>npm uninstall dependency-name

How to update a dependency using npm?

Update package.json and change the version of the dependency which to be updated and run the following command.

C:\Nodejs\_WorkSpace>npm update

What is Callback?

Callback is an asynchronous equivalent for a function. A callback function is called at the completion of a given task. Node makes heavy use of callbacks. All APIs of Node are written is such a way that they supports callbacks. For example, a function to read a file may start reading file and return the control to execution environment immidiately so that next instruction can be executed. Once file I/O is complete, it will call the callback function while passing the callback function, the content of the file as parameter. So there is no blocking or wait for File I/O. This makes Node.js highly scalable, as it can process high number of request without waiting for any function to return result.

What is a blocking code?

If application has to wait for some I/O operation in order to complete its execution any further then the code responsible for waiting is known as blocking code.

How Node prevents blocking code?

By providing callback function. Callback function gets called whenever corresponding event triggered.

What is Event Loop?

Node js is a single threaded application but it support concurrency via concept of event and callbacks. As every API of Node js are asynchronous and being a single thread, it uses async function calls to maintain the concurrency. Node uses observer pattern. Node thread keeps an event loop and whenever any task get completed, it fires the corresponding event which signals the event listener function to get executed.

What is Event Emmitter?

EventEmitter class lies in **events** module. It is accessibly via following syntax −

//import events modulevar events = require('events');//create an eventEmitter objectvar eventEmitter = new events.EventEmitter();

When an EventEmitter instance faces any error, it emits an 'error' event. When new listener is added, 'newListener' event is fired and when a listener is removed, 'removeListener' event is fired.

EventEmitter provides multiple properties like **on** and **emit**. **on** property is used to bind a function with the event and **emit** is used to fire an event.

What is purpose of Buffer class in Node?

Buffer class is a global class and can be accessed in application without importing buffer module. A Buffer is a kind of an array of integers and corresponds to a raw memory allocation outside the V8 heap. A Buffer cannot be resized.

What is Piping in Node?

Piping is a mechanism to connect output of one stream to another stream. It is normally used to get data from one stream and to pass output of that stream to another stream. There is no limit on piping operations. Consider the above example, where we've read test.txt using readerStream and write test1.txt using writerStream. Now we'll use the piping to simplify our operation or reading from one file and writing to another file.

Which module is used for file based operations?

fs module is used for file based operations.

var fs = require("fs")

Which module is used for buffer based operations?

buffer module is used for buffer based operations.

var buffer = require("buffer")

Which module is used for web based operations?

http module is used for web based operations.

var http = require("http")

fs module provides both synchronous as well as asynchronous methods.

true.

What is difference between synchronous and asynchronous method of fs module?

Every method in fs module have synchronous as well as asynchronous form. Asynchronous methods takes a last parameter as completion function callback and first parameter of the callback function is error. It is preferred to use asynchronous method instead of synchronous method as former never block the program execution where the latter one does.

Name some of the flags used in read/write operation on files.

flags for read/write operations are following:

* **r** − Open file for reading. An exception occurs if the file does not exist.
* **r+** − Open file for reading and writing. An exception occurs if the file does not exist.
* **rs** − Open file for reading in synchronous mode. Instructs the operating system to bypass the local file system cache. This is primarily useful for opening files on NFS mounts as it allows you to skip the potentially stale local cache. It has a very real impact on I/O performance so don't use this flag unless you need it. Note that this doesn't turn fs.open() into a synchronous blocking call. If that's what you want then you should be using fs.openSync()
* **rs+** − Open file for reading and writing, telling the OS to open it synchronously. See notes for 'rs' about using this with caution.
* **w** − Open file for writing. The file is created (if it does not exist) or truncated (if it exists).
* **wx** − Like 'w' but fails if path exists.
* **w+** − Open file for reading and writing. The file is created (if it does not exist) or truncated (if it exists).
* **wx+** − Like 'w+' but fails if path exists.
* **a** − Open file for appending. The file is created if it does not exist.
* **ax** − Like 'a' but fails if path exists.
* **a+** − Open file for reading and appending. The file is created if it does not exist.
* **ax+'** − Like 'a+' but fails if path exists.

What are streams?

Streams are objects that let you read data from a source or write data to a destination in continuous fashion.

How many types of streams are present in Node.

In Node.js, there are four types of streams.

* **Readable** − Stream which is used for read operation.
* **Writable** − Stream which is used for write operation.
* **Duplex** − Stream which can be used for both read and write operation.
* **Transform** − A type of duplex stream where the output is computed based on input.

Name some of the events fired by streams.

Each type of Stream is an **EventEmitter** instance and throws several events at different instance of times. For example, some of the commonly used events are:

* **data** − This event is fired when there is data is available to read.
* **end** − This event is fired when there is no more data to read.
* **error** − This event is fired when there is any error receiving or writing data.
* **finish** − This event is fired when all data has been flushed to underlying system

What is Chaining in Node?

Chanining is a mechanism to connect output of one stream to another stream and create a chain of multiple stream operations. It is normally used with piping operations.

How will you open a file using Node?

Following is the syntax of the method to open a file in asynchronous mode:

fs.open(path, flags[, mode], callback)

### Parameters

Here is the description of the parameters used:

* **path** − This is string having file name including path.
* **flags** − Flag tells the behavior of the file to be opened. All possible values have been mentioned below.
* **mode** − This sets the file mode (permission and sticky bits), but only if the file was created. It defaults to 0666, readable and writeable.
* **callback** − This is the callback function which gets two arguments (err, fd).

How will you read a file using Node?

Following is the syntax of one of the methods to read from a file:

fs.read(fd, buffer, offset, length, position, callback)

This method will use file descriptor to read the file, if you want to read file using file name directly then you should use another method available.

### Parameters

Here is the description of the parameters used −

* **fd** − This is the file descriptor returned by file fs.open() method.
* **buffer** − This is the buffer that the data will be written to.
* **offset** − This is the offset in the buffer to start writing at.
* **length** − This is an integer specifying the number of bytes to read.
* **position** − This is an integer specifying where to begin reading from in the file. If position is null, data will be read from the current file position.
* **callback** − This is the callback function which gets the three arguments, (err, bytesRead, buffer).

How will you write a file using Node?

Following is the syntax of one of the methods to write into a file:

fs.writeFile(filename, data[, options], callback)

This method will over-write the file if file already exists. If you want to write into an existing file then you should use another method available.

### Parameters

Here is the description of the parameters used:

* **path** − This is string having file name including path.
* **data** − This is the String or Buffer to be written into the file.
* **options** − The third parameter is an object which will hold {encoding, mode, flag}. By default encoding is utf8, mode is octal value 0666 and flag is 'w'
* **callback** − This is the callback function which gets a single parameter err and used to to return error in case of any writing error.

How will you close a file using Node?

Following is the syntax of one of the methods to close an opened file:

fs.close(fd, callback)

### Parameters

Here is the description of the parameters used:

* **fd** − This is the file descriptor returned by file fs.open() method.
* **callback** − This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

How will you get information about a file using Node?

Following is the syntax of the method to get the information about a file:

fs.stat(path, callback)

### Parameters

Here is the description of the parameters used:

* **path** − This is string having file name including path.
* **callback** − This is the callback function which gets two arguments (err, stats) where **stats** is an object of fs.Stats type which is printed below in the example.

How will you truncate a file using Node?

Following is the syntax of the method to truncate an opened file −

fs.ftruncate(fd, len, callback)

### Parameters

Here is the description of the parameters used:

* **fd** − This is the file descriptor returned by file fs.open() method.
* **len** − This is the length of the file after which file will be truncated.
* **callback** − This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

How will you delete a file using Node?

Following is the syntax of the method to delete a file −

fs.unlink(path, callback)

### Parameters

Here is the description of the parameters used:

* **path** − This is the file name including path.
* **callback** − This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

How will you create a directory?

Following is the syntax of the method to create a directory:

fs.mkdir(path[, mode], callback)

### Parameters

Here is the description of the parameters used:

* **path** − This is the directory name including path.
* **mode** − This is the directory permission to be set. Defaults to 0777.
* **callback** − This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

How will you delete a directory?

Following is the syntax of the method to remove a directory:

fs.rmdir(path, callback)

### Parameters

Here is the description of the parameters used:

* **path** − This is the directory name including path.
* **callback** − This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

How will you read a directory?

Following is the syntax of the method to read a directory:

fs.readdir(path, callback)

### Parameters

Here is the description of the parameters used:

* **path** − This is the directory name including path.
* **callback** − This is the callback function which gets two arguments (err, files) where files is an array of the names of the files in the directory excluding '.' and '..'.

What is the purpose of \_\_filename variable?

The \_\_filename represents the filename of the code being executed. This is the resolved absolute path of this code file. For a main program this is not necessarily the same filename used in the command line. The value inside a module is the path to that module file.

What is the purpose of \_\_dirname variable?

The \_\_dirname represents the name of the directory that the currently executing script resides in.

What is the purpose of setTimeout function?

The setTimeout(cb, ms) global function is used to run callback cb after at least ms milliseconds. The actual delay depends on external factors like OS timer granularity and system load. A timer cannot span more than 24.8 days.

This function returns an opaque value that represents the timer which can be used to clear the timer.

What is the purpose of clearTimeout function?

The clearTimeout( t ) global function is used to stop a timer that was previously created with setTimeout(). Here t is the timer returned by setTimeout() function.

What is the purpose of setInterval function?

The setInterval(cb, ms) global function is used to run callback cb repeatedly after at least ms milliseconds. The actual delay depends on external factors like OS timer granularity and system load. A timer cannot span more than 24.8 days.

This function returns an opaque value that represents the timer which can be used to clear the timer using the function clearInterval(t).

What is the purpose of console object?

console object is used to Used to print information on stdout and stderr.

What is the purpose of process object?

process object is used to get information on current process. Provides multiple events related to process activities.

**Q1What is Node.js? What is it used for?**

Node.js is a run-time JavaScript environment built on top of Chrome's V8 engine. It uses an event-driven, non-blocking I/O model. It is lightweight and so efficient. Node.js has a package ecosystem called **npm**.

Node.js can be used to build different types of applications such as web application, real-time chat application, REST API server etc. However, it is mainly used to build network programs like web servers, similar to PHP, Java, or ASP.NET. Node.js was developed by Ryan Dahl in 2009.

**Q2What is Event-driven programming?**

Event-driven programming is building our application based on and respond to events. When an event occurs, like click or keypress, we are running a callback function which is registered to the element for that event.

Event driven programming follows mainly a publish-subscribe pattern.

**function** **addToCart**(productId){  
 event.send("cart.add", {id: productId});  
}  
  
event.on("cart.add", **function**(event){  
 show("Adding product " + event.id);  
});

**Q3What is *Event loop* in Node.js work? And How does it work?**

The *Event loop* handles all async callbacks. Node.js (or JavaScript) is a single-threaded, event-driven language. This means that we can attach listeners to events, and when a said event fires, the listener executes the callback we provided.

Whenever we are call setTimeout, http.get and fs.readFile, Node.js runs this operations and further conitnue to run other code without waiting for the output. When the operation is finished, it receives the output and runs our callback function.

So all the callback functions are queued in an loop, and will run one-by-one when the response has been received.

**Q4What is REPL in Node.js?**

REPL means Read-Eval-Print-Loop. It is a virtual environment that comes with Node.js. We can quickly test our JavaScript code in the Node.js REPL environment.

To launch the REPL in Node.js, just opne the command prompt and type node. It will change the prompt to > in Windows and MAC.

Now we can type and run our JavaScript easily. For example, if we type 10 + 20, it will print 30 in the next line.

**Q5What is the purpose of module.exports in Node.js?**

A module encapsulates related code into a single unit of code. This can be interpreted as moving all related functions into a file. Imagine that we created a file called greetings.js and it contains the following two functions:

module.exports = {  
 sayHelloInEnglish: **function**() {  
 **return** "HELLO";  
 },  
  
 sayHelloInSpanish: **function**() {  
 **return** "Hola";  
 }  
};

In the above code, module.exports exposes two functions to the outer world. We can import them in another file as follow:

**var** greetings = require("./greetings.js");  
  
greetings.sayHelloInEnglish(); // Hello  
  
greetings.sayHelloInSpanish(); //Hola

**Q6What is require in Node.js? How will you load external files and libraries in Node.js?**

require function is used to load external files and modules that exist in separate files. The basic functionality of require is that it reads the a JavaScript files, execute the file and then return the exports object. For example, consider the below code exist in example.js:

exports.sayHello = **function**(name) {  
 console.log("Hello " + name + "!");  
}

In another file, we can load this function with require.

**var** example = require("./example");  
example("World"); //Hello World!

Modules are cached after the first time they are loaded. This means that every call to require('example') will get exactly the same object returned, if it would resolve to the same file.

**Q7What is the difference between Asynchronous and Non-blocking?**

Asynchronous literally means not synchronous. We are making HTTP requests which are asynchronous, means we are not waiting for the server response. We continue with other block and respond to the server response when we received.

The term Non-Blocking is widely used with IO. For example non-blocking read/write calls return with whatever they can do and expect caller to execute the call again. Read will wait until it has some data and put calling thread to sleep.

**Q8What is Tracing in Node.js?**

Tracing provides a mechanism to collect tracing information generated by V8, Node core and userspace code in a log file. Tracing can be enabled by passing the --trace-events-enabled flag when starting a Node.js application.

**node** **--trace-events-enabled** **--trace-event-categories** **v8**,**node** **server**.js

The set of categories for which traces are recorded can be specified using the --trace-event-categories flag followed by a list of comma separated category names. By default the node and v8 categories are enabled.

Running Node.js with tracing enabled will produce log files that can be opened in the chrome://tracing tab of Chrome.

**Q9How will you debug an application in Node.js?**

Node.js includes a debugging utility called debugger. To enable it start the Node.js with the debug argument followed by the path to the script to debug.

Inserting the statement debugger; into the source code of a script will enable a breakpoint at that position in the code:

x = 5;  
setTimeout(() => {  
 **debugger**;  
 console.log('world');  
}, 1000);

**Q10Difference between setImmediate() vs setTimeout()**

setImmediate() and setTimeout() are similar, but behave in different ways depending on when they are called.

* setImmediate() is designed to execute a script once the current poll (event loop) phase completes.
* setTimeout() schedules a script to be run after a minimum threshold in ms has elapsed.

The order in which the timers are executed will vary depending on the context in which they are called. If both are called from within the main module, then timing will be bound by the performance of the process.

**Q11What is process.nextTick()**

setImmediate() and setTimeout() are based on the event loop. But process.nextTick() technically not part of the event loop. Instead, the nextTickQueue will be processed after the current operation completes, regardless of the current phase of the event loop.

Thus, any time you call process.nextTick() in a given phase, all callbacks passed to process.nextTick() will be resolved before the event loop continues.

**Q12What is package.json? What is it used for?**

This file holds various metadata information about the project. This file is used to give information to npm that allows it to identify the project as well as handle the project's dependencies.

Some of the fields are: name, name, description, author and dependencies.

When someone installs our project through npm, all the dependencies listed will be installed as well. Additionally, if someone runs npm install in the root directory of our project, it will install all the dependencies to ./node\_modules directory.

**Q13What is libuv?**

libuv is a multi-platform support library with a focus on asynchronous I/O. It was primarily developed for use by Node.js, but it’s also used by Luvit, Julia, pyuv, and others.

When the node.js project began in 2009 as a JavaScript environment decoupled from the browser, it is using Google’s V8 and Marc Lehmann’s libev, node.js combined a model of I/O – evented – with a language that was well suited to the style of programming; due to the way it had been shaped by browsers. As node.js grew in popularity, it was important to make it work on Windows, but libev ran only on Unix. libuv was an abstraction around libev or IOCP depending on the platform, providing users an API based on libev. In the node-v0.9.0 version of libuv libev was removed.

Some of the features of libuv are:

* Full-featured event loop backed by epoll, kqueue, IOCP, event ports.
* Asynchronous TCP and UDP sockets
* Asynchronous file and file system operations
* Child processes
* File system events

**Q14What are some of the most popular modules of Node.js?**

There are many most popular, most starred or most downloaded modules in Node.js. Some of them are:

* express
* async
* browserify
* socket.io
* bower
* gulp
* grunt

**Q15What is express.js?**

Express is a minimal and flexible Node.js web application framework that provides a robust set of features for web and mobile applications.

Express is a light-weight web application framework to help organize our web application into a MVC architecture on the server side. We can use a variety of choices for your templating language like EJS, Jade.

Express.js basically helps you manage everything, from routes, to handling requests, response and views. An example of an Express.js routing is as follow:

**var** express = require('express')  
var app = express()  
  
// respond with "hello world" when a GET request is made to the homepage  
app.get('/', function (req, res) {  
 res.send('hello world')  
})

**Q16What is middlewares? What is the concept of middlewares in Express.js?**

Middleware functions are functions that have access to the request object (req), the response object (res), and the next middleware function in the application’s request-response cycle. The next middleware function is commonly denoted by a variable named next.

Middleware functions can perform the following tasks:

* Execute any code.
* Make changes to the request and the response objects.
* End the request-response cycle.
* Call the next middleware function in the stack.

Bind application-level middleware to an instance of the app object by using the app.use() and app.METHOD() functions, where METHOD is the HTTP method of the request that the middleware function handles (such as GET, PUT, or POST) in lowercase.

**var** app = express()  
  
app.use(**function** (req, res, next) {  
 console.log('Time:', Date.now())  
 next()  
})

**Q17What is EventEmitter in Node.js?**

All objects that emit events are instances of the EventEmitter class. These objects expose an eventEmitter.on() function that allows one or more functions to be attached to named events emitted by the object.

When the EventEmitter object emits an event, all of the functions attached to that specific event are called *synchronously*.

**const** events = require('events');  
const eventEmitter = **new** events.EventEmitter();  
  
let myEvent = **function** **ringBell**() {  
 console.log('Event is emitted');  
}  
  
eventEmitter.on('emitEvent', myEvent);  
  
eventEmitter.emit('emitEvent');

**Q18What is Streams in Node.js?**

Streams are pipes that let you easily read data from a source and pipe it to a destination. Simply put, a stream is nothing but an EventEmitter and implements some specials methods. Depending on the methods implemented, a stream becomes Readable, Writable, or Duplex (both readable and writable).

For example, if we want to read data from a file, the best way to do it from a stream is to listen to data event and attach a callback. When a chunk of data is available, the readable stream emits a data event and your callback executes. Take a look at the following snippet:

**var** fs = require('fs');  
var readableStream = fs.createReadStream('textFile.txt');  
var fileData = '';  
  
readableStream.on('data', **function**(chunk) {  
 data += chunk;  
});  
  
readableStream.on('end', **function**() {  
 console.log(data);  
});

Types of streams are: Readable, Writable, Duplex and Transform.

**Q19What is Child Process and Cluster? What are the difference?**

Child Process in Node.js is used to run a child process under Node.js. There are two methods to do that: exec and spawn. The example for exec is:

**var** exec = require('child\_process').exec;  
exec('node -v', **function**(error, stdout, stderr) {  
 console.log('stdout: ' + stdout);  
 console.log('stderr: ' + stderr);  
 **if** (error !== null) {  
 console.log('exec error: ' + error);  
}  
});

We are passing our command **as** our first argument **of** the exec and expect three response **in** the callback. *stdout* is the output we could expect **from** the execution.

Cluster is used to split a single process into multiple processes or *workers*, **in** Node.js terminology. This can be achieved through a cluster module. The cluster module allows you to create child processes (workers), which share all the server ports **with** the main Node process (master).

A cluster is a pool **of** similar workers running under a parent Node process. Workers are spawned using the fork() method **of** the child\_processes module. Cluster is multiple processes to scale on multi cores.

**Q20How can we avoid Callback Hell in Node.js?**

Callback hell refers to heavily nested callbacks that have become unreadable and hard to debug. We can use async module.

Async is a utility module which provides straight-forward, powerful functions for working with asynchronous JavaScript. Consider we have two functions which runs sequentially:

**async**.waterfall([firstFunction, secondFunction], **function**() {  
 console.log('done')  
});

**Q21What is the difference between Node.js vs Ajax?**

The difference between Node.js and Ajax is that, Ajax (short for Asynchronous JavaScript and XML) is a client side technology, often used for updating the contents of the page without refreshing it. While,Node.js is Server Side JavaScript, used for developing server software. Node.js does not execute in the browser but by the server.

**Q22What is File System in Node.js?**

Node.js provides a File system module to read and write data to a file in the memory. This module comes with Node.js by default in the name of fs. To read a file:

**var** fs = require("fs");  
  
fs.readFile("foo.txt", "utf8", **function**(err, data) {  
 console.log(data);  
});

**Q23What is the difference between readFile vs createReadStream in Node.js?**

**readFile** - is for asynchronously reads the entire contents of a file. It will read the file completely into memory before making it available to the User. readFileSync is synchronous version of readFile.

**createReadStream** - It will read the file in chunks of the default size 64 kb which is specified before hand.

**Q24How to support multi-processor platforms in Node.js?**

Since Node.js is by default a single thread application, it will run on a single processor core and will not take full advantage of multiple core resources. However, Node.js provides support for deployment on multiple-core systems, to take greater advantage of the hardware. The Cluster module is one of the core Node.js modules and it allows running multiple Node.js worker processes that will share the same port.

**Q25How to install a node module locally and globally? How to add them into package.json?**

By default, Node.js installs the module locally in the ./node\_modules directory. To install a module globally and to make them available everywhere, we need to include the -g flag.

npm install express -g

To save the installed module to the package.json under dependencies, add --save flag with the package name. To add under deveDependencies add --save-dev.

**Q26What are Global objects in Node.js?**

Node.js has some Global objects which are available in all modules. Some of these objects are not actually in global scope but in the module scope.

* **\_\_dirname**: The directory name of the current module. This the same as the path.dirname() of the \_\_filename.
* **\_\_filename**: The file name of the current module. This is the resolved absolute path of the current module file.
* **exports**: A reference to the module.exports that is shorter to type. exportsis not actually a global but rather local to each module.
* **require**: To require modules. require is not actually a global but rather local to each module.

**Q27What is crypto in Node.js? How do you cipher the secured information in Node.js?**

The crypto module in Node.js provides cryptographic functionality that includes a set of wrappers for OpenSSL's hash, HMAC, cipher, decipher, sign and verify functions.

**var** crypto = require('crypto');  
  
var secret = 'abcdefg';  
var hash = crypto.createHmac('sha256', secret)  
 .update('I love cupcakes')  
 .digest('hex');  
console.log(hash);  
  
 // c0fa1bc00531bd78ef38c628449c5102aeabd49b5dc3a2a516ea6ea959d6658e

**Q28What is zlib? How do you compress a file in Node.js?**

The zlib module provides compression functionality implemented using Gzip and Deflate/Inflate.

**var** zlib = require('zlib');  
  
var gzip = zlib.createGzip();  
var fs = require('fs');  
var inp = fs.createReadStream('input.txt');  
  
var out = fs.createWriteStream('input.txt.gz');  
  
inp.pipe(gzip).pipe(out);

Calling .flush() on a compression stream will make zlib return as much output as currently possible. This may come at the cost of degraded compression quality, but can be useful when data needs to be available as soon as possible.

**Q29What is Buffer in Node.js?**

Buffers are instances of the Buffer class in node, which is designed to handle raw binary data. Each buffer corresponds to some raw memory allocated outside V8. Buffers act somewhat like arrays of integers, but aren't resizable and have a whole bunch of methods specifically for binary data.

Pure JavaScript does not handle straight binary data very well. This is fine on the browser, where most data is in the form of strings. However, Node.js servers have to also deal with TCP streams and reading and writing to the filesystem, both which make it necessary to deal with purely binary streams of data. Below are the ways to create new buffers:

**var** bufferOne = **new** Buffer(8);  
 // Uninitalized buffer and contains 8 bytes  
  
var bufferTwo = new Buffer([ 8, 6, 7]);  
 //This initializes the buffer to the contents of this array. The array are integers representing bytes.  
  
var bufferThree = new Buffer("This is a string", "utf-8")  
 // This initializes the buffer to a binary encoding of the first string as specified by the second argument (in this case, utf-8).

**Q30How to test your code in Node.js?**

The assert module in Node.js provides easy way of writing test in a limited ways. It provides no feedback when running your tests unless one fails. It provides 11 methods to test our code to check it is working as we expect. Some of them are: assert.equal, assert.deepEqual, assert.throws.

assert.equal(2 + 2, 4, 'two plus two is four');

Other than this, we can use testing frameworks like, mocha, chai and karma.

**What is node.js?**

Node.js is a Server side scripting which is used to build scalable programs. Its multiple advantages over other server side languages, the prominent being non-blocking I/O.

**2) How node.js works?**

Node.js works on a v8 environment, it is a virtual machine that utilizes JavaScript as its scripting language and achieves high output via non-blocking I/O and single threaded event loop.

**3) What do you mean by the term I/O ?**

I/O is the shorthand for input and output, and it will access anything outside of your application. It will be loaded into the machine memory to run the program, once the application is started.
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**4) What does event-driven programming mean?**

In computer programming, event driven programming is a programming paradigm in which the flow of the program is determined by events like messages from other programs or threads. It is an application architecture technique divided into two sections 1) Event Selection 2) Event Handling

**5) Where can we use node.js?**

Node.js can be used for the following purposes

a) Web applications ( especially real-time web apps )

b) Network applications

c) Distributed systems

d) General purpose applications

**6) What is the advantage of using node.js?**

a) It provides an easy way to build scalable network programs

b) Generally fast

c) Great concurrency

d) Asynchronous everything

e) Almost never blocks

**7) What are the two types of API functions in Node.js ?**

The two types of API functions in Node.js are

a) Asynchronous, non-blocking functions

b) Synchronous, blocking functions

**8) What is control flow function?**

A generic piece of code which runs in between several asynchronous function calls is known as control flow function.

**9) Explain the steps how “Control Flow” controls the functions calls?**

a) Control the order of execution

b) Collect data

c) Limit concurrency

d) Call the next step in program

**10) Why Node.js is single threaded**?

For async processing, Node.js was created explicitly as an experiment. It is believed that more performance and scalability can be achieved by doing async processing on a single thread under typical web loads than the typical thread based implementation.

**11) Does node run on windows?**

Yes – it does. Download the MSI installer from <http://nodejs.org/download/>

**12) Can you access DOM in node?**

No, you cannot access DOM in node.

**13) Using the event loop what are the tasks that should be done asynchronously?**

a) I/O operations

b) Heavy computation

c) Anything requiring blocking

**14) Why node.js is quickly gaining attention from JAVA programmers?**

Node.js is quickly gaining attention as it is a loop based server for JavaScript. Node.js gives user the ability to write the JavaScript on the server, which has access to things like HTTP stack, file I/O, TCP and databases.

**15) What are the two arguments that async.queue takes?**

The two arguments that async.queue takes

a) Task function

b) Concurrency value

**16) What is an event loop in Node.js ?**

To process and handle external events and to convert them into callback invocations an event loop is used. So, at I/O calls, node.js can switch from one request to another .

**17) Mention the steps by which you can async in Node.js?**

By following steps you can async Node.js

a) First class functions

b) Function composition

c) Callback Counters

d) Event loops

**18) What are the pros and cons of Node.js?**

**Pros:**

a) If your application does not have any CPU intensive computation, you can build it in Javascript top to bottom, even down to the database level if you use JSON storage object DB like MongoDB.

b) Crawlers receive a full-rendered HTML response, which is far more SEO friendly rather than a single page application or a websockets app run on top of Node.js.

**Cons:**

a) Any intensive CPU computation will block node.js responsiveness, so a threaded platform is a better approach.  
b) Using relational database with Node.js is considered less favourable

**19) How Node.js overcomes the problem of blocking of I/O operations?**

Node.js solves this problem by putting the event based model at its core, using an event loop instead of threads.

**20) What is the difference between Node.js vs Ajax?**

The difference between Node.js and Ajax is that, Ajax (short for Asynchronous Javascript and XML) is a client side technology, often used for updating the contents of the page without refreshing it. While,Node.js is Server Side Javascript, used for developing server software. Node.js does not execute in the browser but by the server.

**21) What are the Challenges with Node.js ?**

Emphasizing on the technical side, it’s a bit of challenge in Node.js to have one process with one thread to scale up on multi core server.

**22)**  **What does it mean “non-blocking” in node.js?**

In node.js “non-blocking” means that its IO is non-blocking. Node uses “libuv” to handle its IO in a platform-agnostic way. On windows, it uses completion ports for unix it uses epoll or kqueue etc. So, it makes a non-blocking request and upon a request, it queues it within the event loop which call the JavaScript ‘callback’ on the main JavaScript thread.

**23) What is the command that is used in node.js to import external libraries?**

Command “require” is used for importing external libraries, for example, “var http=require (“http”)”. This will load the http library and the single exported object through the http variable.

**24) Mention the framework most commonly used in node.js?**

“Express” is the most common framework used in node.js

**25) What is ‘Callback’ in node.js?**

Callback function is used in node.js to deal with multiple requests made to the server. Like if you have a large file which is going to take a long time for a server to read and if you don’t want a server to get engage in reading that large file while dealing with other requests, call back function is used. Call back function allows the server to deal with pending request first and call a function when it is finished.

**Refer our** [**Node.js Tutorials**](http://www.guru99.com/node-js-tutorial.html?utm_source=crosslinking&utm_medium=referral&utm_campaign=click) **for an extra edge in your interview.**

### Q1: Provide some example of config file separation for dev and prod environments

Topic: **Node.js**  
**Difficulty: ⭐⭐⭐⭐**

A perfect and flawless configuration setup should ensure:

* keys can be read from file AND from environment variable
* secrets are kept outside committed code
* config is hierarchical for easier findability

Consider the following config file:

var config = { production: { mongo : { billing: '\*\*\*\*' } }, default: { mongo : { billing: '\*\*\*\*' } }}exports.get = function get(env) { return config[env] || config.default;}

And it's usage:

const config = require('./config/config.js').get(process.env.NODE\_ENV);const dbconn = mongoose.createConnection(config.mongo.billing);

🔗**Source:** [github.com/i0natan/nodebestpractices](https://github.com/i0natan/nodebestpractices/blob/master/sections/projectstructre/configguide.md)

### Q2: What are the timing features of Node.js?

Topic: **Node.js**  
**Difficulty: ⭐⭐⭐⭐**

The Timers module in Node.js contains functions that execute code after a set period of time.

* **setTimeout/clearTimeout** - can be used to schedule code execution after a designated amount of milliseconds
* **setInterval/clearInterval** - can be used to execute a block of code multiple times
* **setImmediate/clearImmediate** - will execute code at the end of the current event loop cycle
* **process.nextTick** - used to schedule a callback function to be invoked in the next iteration of the Event Loop

function cb(){ console.log('Processed in next iteration');}process.nextTick(cb);console.log('Processed in the first iteration');

Output:

Processed in the first iterationProcessed in next iteration

🔗**Source:** [github.com/jimuyouyou](https://github.com/jimuyouyou/node-interview-questions)

### Q3: Explain what is Reactor Pattern in Node.js?

Topic: **Node.js**  
**Difficulty: ⭐⭐⭐⭐⭐**

**Reactor Pattern** is an idea of non-blocking I/O operations in Node.js. This pattern provides a handler(in case of Node.js, a *callback function*) that is associated with each I/O operation. When an I/O request is generated, it is submitted to a *demultiplexer*.

This *demultiplexer* is a notification interface that is used to handle concurrency in non-blocking I/O mode and collects every request in form of an event and queues each event in a queue. Thus, the demultiplexer provides the *Event Queue*.

At the same time, there is an Event Loop which iterates over the items in the Event Queue. Every event has a callback function associated with it, and that callback function is invoked when the Event Loop iterates.

🔗**Source:** [hackernoon.com](https://hackernoon.com/the-node-js-system-51090c35dddc)

### Q4: What is LTS releases of Node.js why should you care?

Topic: **Node.js**  
**Difficulty: ⭐⭐⭐⭐⭐**

An **LTS(Long Term Support)** version of Node.js receives all the critical bug fixes, security updates and performance improvements.

LTS versions of Node.js are supported for at least 18 months and are indicated by even version numbers (e.g. 4, 6, 8). They're best for production since the LTS release line is focussed on stability and security, whereas the *Current* release line has a shorter lifespan and more frequent updates to the code. Changes to LTS versions are limited to bug fixes for stability, security updates, possible npm updates, documentation updates and certain performance improvements that can be demonstrated to not break existing applications.

🔗**Source:** [github.com/i0natan/nodebestpractices](https://github.com/i0natan/nodebestpractices/blob/master/sections/production/LTSrelease.md)

### Q5: Why should you separate Express 'app' and 'server'?

Topic: **Node.js**  
**Difficulty: ⭐⭐⭐⭐⭐**

Keeping the API declaration separated from the network related configuration (port, protocol, etc) allows testing the API in-process, without performing network calls, with all the benefits that it brings to the table: fast testing execution and getting coverage metrics of the code. It also allows deploying the same API under flexible and different network conditions. Bonus: better separation of concerns and cleaner code.

API declaration, should reside in app.js:

var app = express();app.use(bodyParser.json());app.use("/api/events", events.API);app.use("/api/forms", forms);

Server network declaration, should reside in /bin/www:

var app = require('../app');var http = require('http');/\*\* \* Get port from environment and store in Express. \*/var port = normalizePort(process.env.PORT || '3000');app.set('port', port);/\*\* \* Create HTTP server. \*/var server = http.createServer(app);

🔗**Source:** [github.com/i0natan/nodebestpractices](https://github.com/i0natan/nodebestpractices/blob/master/sections/projectstructre/separateexpress.md)

### Q6: What is the difference between process.nextTick() and setImmediate() ?

Topic: **Node.js**  
**Difficulty: ⭐⭐⭐⭐⭐**

The difference between process.nextTick() and setImmediate() is that process.nextTick() defers the execution of an action till the next pass around the event loop or it simply calls the callback function once the ongoing execution of the event loop is finished whereas setImmediate()executes a callback on the next cycle of the event loop and it gives back to the event loop for executing any I/O operations.

🔗**Source:** [codingdefined.com](https://www.codingdefined.com/2017/04/top-20-interview-questions-on-nodejs.html)

Consider the code:

async function check(req, res) { try { const a = await someOtherFunction(); const b = await somethingElseFunction(); res.send("result") } catch (error) { res.send(error.stack); }}

Rewrite the code sample without try/catch block.

**Answer:**

async function getData(){ const a = await someFunction().catch((error)=>console.log(error)); const b = await someOtherFunction().catch((error)=>console.log(error)); if (a && b) console.log("some result")}

or if you wish to know which specific function caused error:

async function loginController() { try { const a = await loginService(). catch((error) => { throw new CustomErrorHandler({ code: 101, message: "a failed", error: error }) }); const b = await someUtil(). catch((error) => { throw new CustomErrorHandler({ code: 102, message: "b failed", error: error }) }); //someoeeoe if (a && b) console.log("no one failed") } catch (error) { if (!(error instanceof CustomErrorHandler)) { console.log("gen error", error) } }}

🔗**Source:** [medium.com](https://medium.com/tech-buddy/async-await-without-try-catch-in-javascript-fdd38abf7e90)

## Node.js Interview Questions

## 1. What is Node.js?

Wikipedia defines Node.js as “an open-source, cross-platform runtime environment for developing server-side Web applications.” It is essentially server side scripting which is used to build scalable programs.

Features of Node JS

|  |  |
| --- | --- |
| **Features** | **Description** |
| ***Fast*** | Node.js is built on Google Chrome’s V8 JavaScript Engine which makes its library very fast in code execution |
| ***Asynchronous*** | Node.js based server never waits for an API to return data thus making it asynchronous |
| ***Scalable*** | It is highly scalable because of its event mechanism which helps the server to respond in a non-blocking way |
| ***Open Source*** | Node.js has an extensive open source community which has contributed in producing some excellent modules to add additional capabilities to Node.js applications |
| ***No Buffering*** | Node.js applications simply output the data in chunks and never buffer any data. |

## 2. What is the relation of Node.js with JavaScript?

* Though Node.js is not a JavaScript framework, many of its modules are written in JavaScript.
* It allows the developers to create new modules in JavaScript.
* Node.js is a virtual machine that leverages JavaScript as its scripting language to achieve high output.

## 3. What is the fundamental difference between Node.js and Ajax?

While Ajax is a client-side technology, Node.js is a server-side JavaScript environment.

## 4. Explain the term I/O in the context of Node.js.

I/O stands for input and output. It is used to access anything outside of the application. I/O gets loaded on to the machine memory in order to run programs after the application is fired up.

## 5. State where Node.js can be used.

* Web apps
* Network applications
* Distributed systems
* General purpose applications

## 6. Which are the two types of API functions in Node.js?

Asynchronous, non-blocking functions and Synchronous, blocking functions.

## 7. List the tools and IDEs that are used for Node.js.

* Atom
* Nodeclipse Enide Studio
* JetBrains WebStorm
* JetBrains InteliJ IDEA
* MS Visual Studio
* NoFLo

## 8. Explain the role of the Callback function in Node.js.

In Node.js, the Callback function is used to cater to multiple requests made to the server. If there is a large file that is expected to take the server a long time to process, the Callback function can be invoked to ensure that other requests to the server are uninterrupted.

## 9. What is an error-first callback?

Error-first callbacks are essentially used to pass errors and data. By default, the first argument is always an error object, where the user needs to check if something is wrong.

## 10. In the context of Node.js, differentiate between operational and programmer errors.

Operational errors are not real errors. They are system errors, for example “request timeout” or “hardware error”. Programmer errors are actual bugs in the code.

## 11. Which is the framework that is most commonly used in Node.js?

The most commonly used Node.js framework is “Express”.

## 12. Define “event-driven programming.

It is essentially a programming paradigm where the program flow is characterized by events such as messages from other programs.

## 13. What are the two sections of event-driven programming?

Event Selection and Event Handling are two sections of event-driven programming.

## 14. List some of the big advantages of using Node.js.

* Ability to build scalable programs
* Increased concurrency
* Asynchronous capabilities

## 15. Explain the Control Flow function.

It is a generic piece of code that runs concurrently between several asynchronous function calls.

## 16. List the steps involved in the Control Flow function.

Control the order of execution à Collect data à Limit concurrency à Call the next program step

## 17. Can a user access DOM in a Node?

No, you cannot access DOM.

## 18. In Node.js, how do you access the last expression?

We have to use the underscore (\_) character to access the last expression.

## 19. In Node.js, which command is used to import external libraries?

A command called “require” is used for importing external libraries.

## 20. What is the biggest drawback of Node.js?

The biggest drawback is the fact that it is challenging to have one process with a single thread to scale up on multi core servers.

*Got a question for us? Please mention it in the comments section and we will get back to you.*

**What is Node.js? What is it used for?**

Node.js is a run-time JavaScript environment built on top of Chrome’s V8 engine. It uses an event-driven, non-blocking I/O model. It is lightweight and so efficient. Node.js has a package ecosystem called **npm**.

Node.js can be used to build different types of applications such as web application, real-time chat application, REST API server etc. However, it is mainly used to build network programs like web servers, similar to PHP, Java, or ASP.NET. Node.js was developed by Ryan Dahl in 2009.

**Q2. What is Event-driven programming?**

Event-driven programming is building our application based on and respond to events. When an event occurs, like click or keypress, we are running a callback function which is registered to the element for that event.

Event driven programming follows mainly a publish-subscribe pattern.
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**Q3. What is *Event loop* in Node.js work? And How does it work?**

The *Event loop* handles all async callbacks. Node.js (or JavaScript) is a single-threaded, event-driven language. This means that we can attach listeners to events, and when a said event fires, the listener executes the callback we provided.

Whenever we are call setTimeout, http.get and fs.readFile, Node.js runs this operations and further continue to run other code without waiting for the output. When the operation is finished, it receives the output and runs our callback function.

So all the callback functions are queued in an loop, and will run one-by-one when the response has been received.

**Q4. What is REPL in Node.js?**

REPL means Read-Eval-Print-Loop. It is a virtual environment that comes with Node.js. We can quickly test our JavaScript code in the Node.js REPL environment.

To launch the REPL in Node.js, just open the command prompt and type node. It will change the prompt to > in Windows and MAC.

Now we can type and run our JavaScript easily. For example, if we type 10 + 20, it will print 30 in the next line.

**Q5. What is the purpose of module.exports in Node.js?**

A module encapsulates related code into a single unit of code. This can be interpreted as moving all related functions into a file. Imagine that we created a file called greetings.js and it contains the following two functions:
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In the above code, module.exports exposes two functions to the outer world. We can import them in another file as follow:

![](data:image/jpeg;base64,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)

**Q6. What is the difference between Asynchronous and Non-blocking?**

Asynchronous literally means not synchronous. We are making HTTP requests which are asynchronous, means we are not waiting for the server response. We continue with other block and respond to the server response when we received.

The term Non-Blocking is widely used with IO. For example non-blocking read/write calls return with whatever they can do and expect caller to execute the call again. Read will wait until it has some data and put calling thread to sleep.

**Q7. What is Tracing in Node.js?**

Tracing provides a mechanism to collect tracing information generated by V8, Node core and userspace code in a log file. Tracing can be enabled by passing the --trace-events-enabled flag when starting a Node.js application.

![](data:image/jpeg;base64,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)

The set of categories for which traces are recorded can be specified using the --trace-event-categories flag followed by a list of comma separated category names. By default the node and v8 categories are enabled.

Running Node.js with tracing enabled will produce log files that can be opened in the chrome://tracing tab of Chrome.

**Q8. How will you debug an application in Node.js?**

Node.js includes a debugging utility called debugger. To enable it start the Node.js with the debug argument followed by the path to the script to debug.

Inserting the statement debugger; into the source code of a script will enable a breakpoint at that position in the code:
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**Q9. Difference between setImmediate() vs setTimeout()**

setImmediate() and setTimeout() are similar, but behave in different ways depending on when they are called.

* setImmediate() is designed to execute a script once the current poll (event loop) phase completes.
* setTimeout() schedules a script to be run after a minimum threshold in ms has elapsed.

The order in which the timers are executed will vary depending on the context in which they are called. If both are called from within the main module, then timing will be bound by the performance of the process.

**Q10. What is process.nextTick()**

setImmediate() and setTimeout() are based on the event loop. But process.nextTick() technically not part of the event loop. Instead, the nextTickQueue will be processed after the current operation completes, regardless of the current phase of the event loop.

Thus, any time you call process.nextTick() in a given phase, all callbacks passed to process.nextTick() will be resolved before the event loop continues.

**Q11. What is package.json? What is it used for?**

This file holds various metadata information about the project. This file is used to give information to npm that allows it to identify the project as well as handle the project's dependencies.

Some of the fields are: name, name, description, author and dependencies.

When someone installs our project through npm, all the dependencies listed will be installed as well. Additionally, if someone runs npm install in the root directory of our project, it will install all the dependencies to ./node\_modules directory.

**Q12. What is libuv?**

libuv is a multi-platform support library with a focus on asynchronous I/O.It was primarily developed for use by Node.js, but it’s also used by Luvit, Julia, pyuv, and others.

When the node.js project began in 2009 as a JavaScript environment decoupled from the browser, it is using Google’s V8 and Marc Lehmann’s libev, node.js combined a model of I/O – evented – with a language that was well suited to the style of programming; due to the way it had been shaped by browsers. As node.js grew in popularity, it was important to make it work on Windows, but libev ran only on Unix. libuv was an abstraction around libev or IOCP depending on the platform, providing users an API based on libev. In the node-v0.9.0 version of libuv libev was removed.

Some of the features of libuv are:

* Full-featured event loop backed by epoll, kqueue, IOCP, event ports.
* Asynchronous TCP and UDP sockets
* Asynchronous file and file system operations
* Child processes
* File system events

**Q13. What are some of the most popular modules of Node.js?**

There are many most popular, most starred or most downloaded modules in Node.js. Some of them are:

* express
* async
* browserify
* socket.io
* bower
* gulp
* grunt

**Q14. What is EventEmitter in Node.js?**

All objects that emit events are instances of the EventEmitter class. These objects expose an eventEmitter.on() function that allows one or more functions to be attached to named events emitted by the object.

When the EventEmitter object emits an event, all of the functions attached to that specific event are called *synchronously*.
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**Q15. What is Streams in Node.js?**

Streams are pipes that let you easily read data from a source and pipe it to a destination. Simply put, a stream is nothing but an EventEmitter and implements some specials methods. Depending on the methods implemented, a stream becomes Readable, Writable, or Duplex (both readable and writable).

For example, if we want to read data from a file, the best way to do it from a stream is to listen to data event and attach a callback. When a chunk of data is available, the readable stream emits a data event and your callback executes. Take a look at the following snippet:
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Types of streams are: Readable, Writable, Duplex and Transform.

**Q16**. **What is the difference between readFile vs createReadStream in Node.js?**

**readFile** — is for asynchronously reads the entire contents of a file. It will read the file completely into memory before making it available to the User. readFileSync is synchronous version of readFile.

**createReadStream** — It will read the file in chunks of the default size 64 kb which is specified before hand.

**Q17. What is crypto in Node.js? How do you cipher the secured information in Node.js?**

The crypto module in Node.js provides cryptographic functionality that includes a set of wrappers for OpenSSL's hash, HMAC, cipher, decipher, sign and verify functions.
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**Q18. What is the use of Timers is Node.js?**

The Timers module in Node.js contains functions that execute code after a set period of time. Timers do not need to be imported via require(), since all the methods are available globally to emulate the browser JavaScript API.

The Node.js API provides several ways of scheduling code to execute at some point after the present moment. The functions below may seem familiar, since they are available in most browsers, but Node.js actually provides its own implementation of these methods.

Node.js Timer provides setTimeout(), setImmediate() and setInterval.

**Q19. What is the use of DNS module in Node.js?**

dns module which provide underlying system's name resolution and DNS look up facilities. DNS module consists of an asynchronous network wrapper.

The most commonly used functions in DNS module are:

* **dns.lookup(adress, options, callback)** - The dns lookup method takes any website address as its first parameter and returns the corresponding first IPV4 or IPV6 record. The options parameter can be an integer or object. If no options are provided both IPV4 and IPV6 are valid inputs. The third parameter is the callback functions.
* **dns.lookupservice(address, port, callback)** - This function converts any physical address such as “www.knowledgehills.com” to array of record types. The record types are specified by the second parameter “rrbyte”. Finally the third method is the callback function.
* **dns.getServers()** - This function returns an array of IP address strings, formatted according to rfc5952, that are currently configured for DNS resolution. A string will include a port section if a custom port is used.
* **dns.setServers()** - This function sets the IP address and port of servers to be used when performing DNS resolution. The dns.setServers() method must not be called while a DNS query is in progress.

**Q20. What is a Callback function in Node.js?**

Node.js, being an asynchronous platform, doesn’t wait around for things like file I/O to finish — Node.js uses callbacks. A callback is a function called at the completion of a given task; this prevents any blocking, and allows other code to be run in the meantime.
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Callbacks are the foundation of Node.js. Callbacks give us an interface with which to say, “and when you’re done doing that, do all this.” This allows us to have as many IO operations as our OS can handle happening at the same time. For example, in a web server with hundreds or thousands of pending requests with multiple blocking queries, performing the blocking queries asynchronously gives you the ability to be able to continue working and not just sit still and wait until the blocking operations come back.

**Q21. What are the security mechanisms available in Node.js?**

We can secure our Node.js application in the following ways:

**Authentication** — Authentication is one of the primary security stages at which user is identified as permitted to access the application at all. Authentication verifies the user’s identity through one or several checks. In Node.js, authentication can be either session-based or token-based. In session-based authentication, the user’s credentials are compared to the user account stored on the server and, in the event of successful validation, a session is started for the user. Whenever the session expires, the user needs to log in again. In token-based authentication, the user’s credentials are applied to generate a string called a token which is then associated with the user’s requests to the server.

**Error Handling** — Usually, the error message contains the explanation of what’s actually gone wrong for the user to understand the reason. At the same time, when the error is related to the application code syntax, it can be set to display the entire log content on the frontend. For an experienced hacker, the log content can reveal a lot of sensitive internal information about the application code structure and tools used within the software.

**Request Validation** — Another aspect which has to be considered, while building a secure Node.js application, is a validation of requests or, in other words, a check of the incoming data for possible inconsistencies. It may seem that invalid requests do not directly affect the security of a Node.js application, however, they may influence its performance and robustness. Validating the incoming data types and formats and rejecting requests not conforming to the set rules can be an additional measure of securing your Node.js application.

**Node.js Security Tools and Best Practices** — We can use tools like **helmet**(protects our application by setting HTTP headers), **csurf** (validates tokens in incoming requests and rejects the invalid ones), **node rate limiter** (controls the rate of repeated requests. This function can protect you from brute force attacks) and **cors** (enables cross-origin resource sharing).

**Q22. What is the passport in Node.js?**

Passport.js is a simple, unobtrusive Node.js authentication middleware for Node.js. Passport.js can be dropped into any Express.js-based web application.

Passport recognizes that each application has unique authentication requirements. Authentication mechanisms, known as strategies, are packaged as individual modules. Applications can choose which strategies to employ, without creating unnecessary dependencies.

By default, if authentication fails, Passport will respond with a 401 Unauthorized status, and any additional route handlers will not be invoked. If authentication succeeds, the next handler will be invoked and the req.user property will be set to the authenticated user.

For more Node JS Interview Questions and answer install our Android App:

#### What is an error-first callback?

Error-first callbacks are used to pass errors and data as well. You have to pass the error as the first parameter, and it has to be checked to see if something went wrong. Additional arguments are used to pass data.

fs.readFile(filePath, **function**(err, data) { **if** (err) { *// handle the error, the return is important here* *// so execution stops here* **return** console.log(err) } *// use the data object* console.log(data)})

#### How can you avoid callback hells?

There are lots of ways to solve the issue of callback hells:

* **modularization**: break callbacks into independent functions
* use a **control flow library**, like [async](https://www.npmjs.com/package/async)
* use **generators with Promises**
* use **async/await** *(note that it is only available in the latest v7 release and not in the LTS version -* [*you can read our experimental async/await how-to here*](https://blog.risingstack.com/async-await-node-js-7-nightly/)*)*

[**Q: How to avoid callback hells? A: modularization, control flow libraries, generators with promises, async/await**](https://twitter.com/share?text=Q%3AHow%20to%20avoid%20callback%20hells%3F%20A%3A%20modularization%2C%20control%20flow%20libraries%2C%20generators%20with%20promises%2C%20async%2Fawait;url=https://blog.risingstack.com/node-js-interview-questions-and-answers-2017)

[CLICK TO TWEET](https://twitter.com/share?text=Q%3A%20How%20to%20avoid%20callback%20hells%3F%20A%3A%20modularization%2C%20control%20flow%20libraries%2C%20generators%20with%20promises%2C%20async%2Fawait;url=https://blog.risingstack.com/node-js-interview-questions-and-answers-2017)

#### What are Promises?

Promises are a concurrency primitive, first described in the 80s. Now they are part of most modern programming languages to make your life easier. Promises can help you better handle async operations.

An example can be the following snippet, which after 100ms prints out the resultstring to the standard output. Also, note the catch, which can be used for error handling. Promises are chainable.

**new** Promise((resolve, reject) => { setTimeout(() => { resolve('result') }, 100)}) .then(console.log) .catch(console.error)

#### What tools can be used to assure consistent style? Why is it important?

When working in a team, consistent style is important, so team members can modify more projects easily, without having to get used to a new style each time.

Also, it can help eliminate programming issues using static analysis.

Tools that can help:

* [ESLint](http://eslint.org/)
* [Standard](http://standardjs.com/)

If you’d like to be even more confident, I suggest you to learn and embrace the [JavaScript Clean Coding](https://blog.risingstack.com/javascript-clean-coding-best-practices-node-js-at-scale/) principles as well!

#### What's a stub? Name a use case!

Stubs are functions/programs that simulate the behaviors of components/modules. Stubs provide canned answers to function calls made during test cases.

An example can be writing a file, without actually doing so.

**var** fs = require('fs')**var** writeFileStub = sinon.stub(fs, 'writeFile', **function** (path, data, cb) { **return** cb(null)})expect(writeFileStub).to.be.calledwriteFileStub.restore()

#### What's a test pyramid? Give an example!

A test pyramid describes the ratio of how many unit tests, integration tests and end-to-end test you should write.
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An example for an HTTP API may look like this:

* lots of low-level unit tests for models *(dependencies* ***are stubbed****)*,
* fewer integration tests, where you check how your models interact with each other *(dependencies* ***are not stubbed****)*,
* less end-to-end tests, where you call your actual endpoints *(dependencies* ***are not stubbed****)*.

#### What's your favorite HTTP framework and why?

There is no right answer for this. The goal here is to understand how deeply one knows the framework she/he uses. Tell what are the pros and cons of picking that framework.

#### When are background/worker processes useful? How can you handle worker tasks?

Worker processes are extremely useful if you'd like to do data processing in the background, like sending out emails or processing images.

There are lots of options for this like [RabbitMQ](https://www.rabbitmq.com/) or [Kafka](https://kafka.apache.org/).

#### How can you secure your HTTP cookies against XSS attacks?

XSS occurs when the attacker injects executable JavaScript code into the HTML response.

To mitigate these attacks, you have to set flags on the set-cookie HTTP header:

* **HttpOnly** - this attribute is used to help prevent attacks such as cross-site scripting since it does not allow the cookie to be accessed via JavaScript.
* **secure** - this attribute tells the browser to only send the cookie if the request is being sent over HTTPS.

So it would look something like this: Set-Cookie: sid=<cookie-value>; HttpOnly. If you are using Express, with [express-cookie session](https://github.com/expressjs/cookie-session#cookie-options), it is working by default.

#### How can you make sure your dependencies are safe?

When writing Node.js applications, **ending up with hundreds or even thousands of dependencies can easily happen**.  
For example, if you depend on Express, you depend on [27 other modules](https://github.com/expressjs/express/blob/master/package.json#L29) directly, and of course on those dependencies' as well, so manually checking all of them is not an option!

The only option is to automate the update / security audit of your dependencies. For that there are free and paid options:

* npm outdated
* [Trace by RisingStack](https://trace.risingstack.com/)
* [NSP](https://nodesecurity.io/)
* [GreenKeeper](https://greenkeeper.io/)
* [Snyk](https://snyk.io/)

## Node.js Interview Puzzles

The following part of the article is useful if you’d like to prepare for an interview that involves puzzles, or tricky questions.

### What's wrong with the code snippet?

**new** Promise((resolve, reject) => { **throw** **new** Error('error')}).then(console.log)

#### The Solution

As there is no catch after the then. This way the error will be a silent one, there will be no indication of an error thrown.

To fix it, you can do the following:

**new** Promise((resolve, reject) => { **throw** **new** Error('error')}).then(console.log).catch(console.error)

If you have to debug a huge codebase, and you don't know which Promise can potentially hide an issue, you can use the unhandledRejection hook. It will print out all unhandled Promise rejections.

process.on('unhandledRejection', (err) => { console.log(err)})

### What's wrong with the following code snippet?

**function** **checkApiKey** (apiKeyFromDb, apiKeyReceived) { **if** (apiKeyFromDb === apiKeyReceived) { **return** true } **return** false}

#### The Solution

When you compare security credentials it is crucial that you don't leak any information, so you have to make sure that you compare them in fixed time. If you fail to do so, your application will be vulnerable to [timing attacks](https://en.wikipedia.org/wiki/Timing_attack).

But why does it work like that?

**V8, the JavaScript engine used by Node.js, tries to optimize the code you run from a performance point of view.** It starts comparing the strings character by character, and once a mismatch is found, it stops the comparison operation. **So the longer the attacker has right from the password, the more time it takes.**

To solve this issue, you can use the npm module called [cryptiles](https://www.npmjs.com/package/cryptiles).

**function** **checkApiKey** (apiKeyFromDb, apiKeyReceived) { **return** cryptiles.fixedTimeComparison(apiKeyFromDb, apiKeyReceived)}

### What's the output of following code snippet?

Promise.resolve(1) .then((x) => x + 1) .then((x) => { **throw** **new** Error('My Error') }) .catch(() => 1) .then((x) => x + 1) .then((x) => console.log(x)) .catch(console.error)

#### The Answer

The short answer is 2 - however with this question **I'd recommend asking the candidates to explain what will happen line-by-line to understand how they think**. It should be something like this:

1. A new Promise is created, that will resolve to 1.
2. The resolved value is incremented with 1 (so it is 2 now), and returned instantly.
3. The resolved value is discarded, and an error is thrown.
4. The error is discarded, and a new value (1) is returned.
5. The execution did not stop after the catch, but before the exception was handled, it continued, and a new, incremented value (2) is returned.
6. The value is printed to the standard output.
7. This line won't run, as there was no exception.

What is Node.js? Where can you use it?

Node.js is a server side scripting based on Google’s V8 JavaScript engine. It is used to build scalable programs especially web applications that are computationally simple but are frequently accessed.

You can use [Node.js in developing](https://www.simplilearn.com/developing-java-and-node-js-application-with-mongodb-tutorial-video) I/O intensive web applications like video streaming sites. You can also use it for developing: Real-time web applications, Network applications, General-purpose applications and Distributed systems.

Why use Node.js?

Node.js makes building scalable network programs easy. Some of its advantages include:

* It is generally fast
* It almost never blocks
* It offers a unified programming language and data type
* Everything is asynchronous
* It yields great concurrency

What are the features of Node.js?

Node.js is a single-threaded but highly scalable system that utilizes JavaScript as its scripting language. It uses asynchronous, event-driven I/O instead of separate processes or threads. It is able to achieve high output via single-threaded event loop and non-blocking I/O.

How else can the JavaScript code below be written using Node.Js to produce the same output?

console.log("first");  
setTimeout(function() {  
 console.log("second");  
}, 0);  
console.log("third");

Output:

first  
third  
second

In Node.js version 0.10 or higher, setImmediate(fn) will be used in place of setTimeout(fn,0) since it is faster. As such, the code can be written as follows:

console.log("first");  
setImmediate(function(){  
 console.log("second");  
});  
console.log("third");

How do you update NPM to a new version in Node.js?

You use the following commands to update NPM to a new version:

$ sudo npm install npm -g  
/usr/bin/npm -> /usr/lib/node\_modules/npm/bin/npm-cli.js  
[npm@2.7.1](mailto:npm@2.7.1) /usr/lib/node\_modules/npm

Why is Node.js Single-threaded?

Node.js is single-threaded for async processing. By doing async processing on a single-thread under typical web loads, more performance and scalability can be achieved as opposed to the typical thread-based implementation.

Explain callback in Node.js.

A callback function is called at the completion of a given task. This allows other code to be run in the meantime and prevents any blocking. Being an asynchronous platform, Node.js heavily relies on callback. All APIs of Node are written to support callbacks.

What is callback hell in Node.js?

Callback hell is the result of heavily nested callbacks that make the code not only unreadable but also difficult to maintain. For example:

query("SELECT clientId FROM clients WHERE clientName='picanteverde';", function(id){  
 query("SELECT \* FROM transactions WHERE clientId=" + id, function(transactions){  
 transactions.each(function(transac){  
 query("UPDATE transactions SET value = " + (transac.value\*0.1) + " WHERE id=" + transac.id, function(error){  
 if(!error){  
 console.log("success!!");  
 }else{  
 console.log("error");  
 }  
 });  
 });  
 });  
});

How do you prevent/fix callback hell?

The three ways to prevent/fix callback hell are:

* Handle every single error
* Keep your code shallow
* Modularize – split the callbacks into smaller, independent functions that can be called with some parameters then joining them to achieve desired results.

The first level of improving the code above might be:

var logError = function(error){  
 if(!error){  
 console.log("success!!");  
 }else{  
 console.log("error");  
 }  
 },  
 updateTransaction = function(t){  
 query("UPDATE transactions SET value = " + (t.value\*0.1) + " WHERE id=" + t.id, logError);  
 },  
 handleTransactions = function(transactions){  
 transactions.each(updateTransaction);  
 },  
 handleClient = function(id){  
 query("SELECT \* FROM transactions WHERE clientId=" + id, handleTransactions);  
 };

query("SELECT clientId FROM clients WHERE clientName='picanteverde';",handleClient);

You can also use Promises, Generators and Async functions to fix callback hell.

Explain the role of REPL in Node.js.

As the name suggests, REPL (Read Eval print Loop) performs the tasks of – Read, Evaluate, Print and Loop. The REPL in Node.js is used to execute ad-hoc Javascript statements. The REPL shell allows entry to javascript directly into a shell prompt and evaluates the results. For the purpose of testing, debugging, or experimenting, REPL is very critical.

11. Name the types of API functions in Node.js.

There are two types of functions in Node.js.:

* Blocking functions - In a blocking operation, all other code is blocked from executing until an I/O event that is being waited on occurs. Blocking functions execute synchronously

For example:  
const fs = require('fs');  
const data = fs.readFileSync('/file.md'); // blocks here until file is read  
console.log(data);  
// moreWork(); will run after console.log

The second line of code blocks the execution of additional JavaScript until the entire file is read. moreWork () will only be called after Console.log

* Non-blocking functions - In a non-blocking operation, multiple I/O calls can be performed without the execution of the program being halted. Non-blocking functions execute asynchronously.

For example:

const fs = require('fs');  
fs.readFile('/file.md', (err, data) => {  
 if (err) throw err;  
 console.log(data);  
});  
// moreWork(); will run before console.log

Since fs.readFile () is non-blocking, moreWork () does not have to wait for the file read to complete before being called. This allows for higher throughput.

Which is the first argument typically passed to a Node.js callback handler?

Typically, the first argument to any callback handler is an optional error object. The argument is null or undefined if there is no error.

Error handling by a typical callback handler could be as follows:

function callback(err, results) {  
 // usually we'll check for the error before handling results  
 if(err) {  
 // handle error somehow and return  
 }  
 // no error, perform standard callback handling  
}

What are the functionalities of NPM in Node.js?

NPM (Node package Manager) provides two functionalities:

* Online repository for Node.js packages
* Command line utility for installing packages, version management and dependency management of Node.js packages

14. What is the difference between Node.js and Ajax?

Node.js and Ajax (Asynchronous JavaScript and XML) are the advanced implementation of JavaScript. They all serve completely different purposes.

Ajax is primarily designed for dynamically updating a particular section of a page’s content, without having to update the entire page.

Explain chaining in Node.js.

Chaining is a mechanism whereby the output of one stream is connected to another stream creating a chain of multiple stream operations.

16. What are “streams” in Node.js? Explain the different types of streams present in Node.js.

Streams are objects that allow reading of data from the source and writing of data to the destination as a continuous process.

There are four types of streams.

* to facilitate the reading operation
* to facilitate the writing operation
* to facilitate both read and write operations
* is a form of Duplex stream that performs computations based on the available input

17. What are exit codes in Node.js? List some exit codes.

Exit codes are specific codes that are used to end a “process” (a global object used to represent a node process).

Examples of exit codes include:

* Unused
* Uncaught Fatal Exception
* Fatal Error
* Non-function Internal Exception Handler
* Internal Exception handler Run-Time Failure
* Internal JavaScript Evaluation Failure

18. What are Globals in Node.js?

Three keywords in Node.js constitute as Globals. These are:

* Global – it represents the Global namespace object and acts as a container for all otherobjects.
* Process – It is one of the global objects but can turn a synchronous function into an async callback. It can be accessed from anywhere in the code and it primarily gives back information about the application or the environment.
* Buffer – it is a class in Node.js to handle binary data.

19. What is the difference between AngularJS and Node.js?

Angular.JS is a web application development framework while Node.js is a runtime system.

20. Why is consistent style important and what tools can be used to assure it?

Consistent style helps team members modify projects easily without having to get used to a new style every time. Tools that can help include Standard and ESLint.